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Abstract—Based on the analysis of the features  of modern 

digital systems, the structure of a system for joint 

hardware/software simulation on functional-logic level are 

described. The purpose of the simulation is to debug a design of 

digital system before production. A hardware mathematical 

model is proposed, taking into account the peculiarities of 

modern digital systems, namely: the presence of bidirectional 

buses, high-impedance state of the outputs, internal memory of 

blocks. It is shown that the joint hardware/software simulation 

is reduced to solving systems of logical equations at each cycle of 

simulation.  
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I. INTRODUCTION 

In the last decade, foreign computer-aided design (CAD) 
systems are mainly used for the design of domestic digital 
microelectronic systems. These systems are well developed 
and provide efficient and high-quality design. They are 
accredited by foreign factories that manufacture integrated 
circuits. 

However, in modern conditions the task of import 
substitution is very acute. Even in the case of the manufacture 
of integrated circuits abroad, it is desirable that the design 
was carried out using domestic means that guarantee the 
correct functioning of the product in all modes. It is especially 
important for modern domestic developments to take into 
account, when designing, various destabilizing effects on the 
designed products and ensure their high stability in this case. 
In this regard, the task of developing methods, algorithms and 
automation tools for the design of digital super large 
integrated circuits (VLSI) for special purposes, highly 
resistant to various destabilizing influences, as well as the 
creation of domestic CAD systems on this basis, is an urgent 
task. 

In this article, we will consider only one stage in the 
design of digital systems, namely the joint debugging of 
hardware and software and firmware using the simulation 
method [1-4]. At the same time, in order to create the 
specified subsystem of the domestic CAD system, it is 
necessary to formulate the requirements and basic principles 
for constructing this CAD subsystem, taking into account the 
accumulated design experience, which is the task of this 
work. 

The experience gained at present in digital circuits 
simulation can be used to build a system for digital systems 
simulation intended for joint debugging of hardware and 
software and firmware [5-8]. 

II. FEATURES OF MODERN DIGITAL SYSTEMS THAT 

DETERMINE THE REQUIRMENTS FOR A SIMULATION SYSTEM 

The task of joint development and debugging of hardware 
and software or firmware of digital systems at the design 
stage can be solved by their joint simulation. The debugging 
process in this case consists of the following stages [9-11]: 

- obtaining a software model (emulator) of a digital 
system hardware or its blocks; 

- compilation of a program or microprogram into a 
sequence of logical signals fed to the inputs of a digital 
system or its blocks, or a set of states of memory cells; 

- cycle-by-cycle simulation of the operation of a digital 
system or its blocks; 

- analysis of output and internal logic signals of a digital 
system or its blocks, current states of memory cells and 
registers. 

Let us formulate the features of modern digital systems 
that determine the basic principles of building a simulation 
system of the considered level (Fig. 1). 
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Fig. 1. Representation of signals in functional-logic simulation: 

a) timing diagrams of signals; 

b) quasi-time diagrams obtained as a result of synchronous simulation  
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1. When debugging a digital system, the developer must 
be able to control the logic signals at the LSI block outputs, 
as well as monitor changes in the states of the system's 
memory elements - memory cells and registers. In this regard, 
the simulation of the entire digital system should be carried 
out at the level of logical signals at the LSI block outputs, and 
the block simulation at the functional level, that is, to provide 
an adequate description of the logical signals at the LSI block  
outputs and register states [12-14]. In this case, the adequacy 
of the structure of the block model to its internal logical 
structure is not obligatory. 

2. The vast majority of digital systems are built in such a 
way that all changes in logic signals caused by the arrival of 
a sync pulse or some other input signal are completed before 
the arrival of the next sync pulse or input signal. In this 
regard, it is advisable that the stage of checking timing 
diagrams to determine the required duration of the 
synchronization cycle, identifying "races" and risks of 
failures should precede the stage of joint debugging of the 
structure of hardware and software and firmware, that is, the 
stage of structural and logical debugging [15, 16]. This 
separation makes sense because of the different debugging 
strategies used in the two phases. When checking timing 
diagrams, it is possible not to distinguish between commands 
of the same type, but to simulate only the intervals between 
the appearance of signals [17-20]. At the same time, for 
structural and logical debugging, in order to save machine 
time, it is preferable to use synchronous functional logical 
modeling. In the process of such simulation, the developer 
can obtain quasi-time diagrams of logical signals at the 
outputs of all LSI blocks (Fig. 2). 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig. 2. The structure of the system of functional-logic simulation of digital 

systems  

 

3. A digital system contains, as a rule, from several LSI 
blocks to several hundred LSI blocks, which are complete 
subsystems. In this regard, the functional diagram of the 
technical means is actually a schematic diagram and can be 

quite simply specified by a list of electrical circuits. 

4. Since a limited set of LSI blocks and components is 
used in the design of a digital system, a description of their 
functioning can be performed once. The resulting software  
models must be entered into the library of general-use block 
models. 

5. The requirement for the convenience of dealing with 
the hardware model, the need for easy changes in this model 
determines the interpretive nature of the simulation. In this 
case, the hardware model is a certain data structure containing 
information about the blocks connections, the blocks internal 
states and the names of the signals. 

6. The overwhelming majority of digital systems have a 
bus structure. All lines, for example, an address bus or a data 
bus, are connected in the same way. In addition, it is more 
convenient to analyze information on the bus lines and in the  
registers, considering this information as one variable with 2n 
states, where n is the number of lines in the bus. In this regard, 
when specifying a connection diagram and in modeling, the 
signals of lines combined into buses should be considered as 
one multi-valued signal, and the contents of multi-digit 
registers - as one variable [4, 21]. One of the states of the bus 
signal, in particular, may be a state with a high output 
impedance. This approach allows you to reduce the amount 
of memory required to store the values of signals and 
variables, since for storing the values of signals and variables, 
multiples of a byte of memory are used. 

7. Models of digital LSI blocks should take into account 
the bidirectionality of a number of buses and lines, when, 
depending on the internal state of the blocks, the same pin can 
be both input and output. 

8. When connecting the conclusions of several blocks, 
various logical functions can be implemented, namely: "wire 
AND"; wired "OR"; combining, typical for systems with a 
common bus, when only one output is active, and the rest 
must be in a state with high output impedance; prohibition of 
combining block outputs. A simulation system based on the 
type of block outputs being combined should distinguish 
between these cases and, in case of violation of the 
established rules (for example, when conflicting signals 
appear at the block combined outputs), give an error 
indication. 

9. Due to the high laboriousness of developing LSI 
models, specialized languages for describing the functioning 
of LSI blocks and translators from these languages are 
needed. 

10. When designing digital devices, you can also use 
already debugged blocks containing several blocks of a lower 
level. In this case, it is advisable to use functional 
macromodels of blocks that do not allow changes and do not 
provide access to signals at the internal nodes of the block, 
but reduce the computer time compared to simulating the 
block as a connection of separate subblocks [14, 22, 23]. 

11. An integral part of the simulation system is the 
programming and microprogramming automation subsystem. 
Strict requirements for the timing characteristics of the 
software and firmware of specialized digital systems 
necessitate its development in assembly language. However, 
in some cases it is advisable to use high-level languages. The 
programming automation subsystem includes an assembler, a 
micro-assembler, and translators from high-level languages, 
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which provide the states of the memory cells in which the 
program is stored, or the signal sequences coming from the 
microprogram memory. When developing firmware, it is 
advisable to have a micro-assembler tuned to a series of 
microprogrammed blocks and a specific digital system. The 
system is configured by setting the size of the control fields, 
assigning semantic mnemonic symbols to different field 
values, and defining the default field values. 

12. The system for joint simulation of hardware and 
software and firmware should have convenient means for 
setting the conditions for issuing information about logical 
signals and states of registers and memory cells, modifying 
these states, setting tracing modes, for storing and restoring 
the state of a digital system, automated generation of test 
examples [5, 12, 13, 15].  

III. THE PROPOSED MATHEMATICAL MODEL OF DIGITAL 

SYSTEMS HARDWARE  

Consider a mathematical model of a digital system 
hardware, compiled taking into account the formulated 
requirements. 

The LSI model or block m includes the following 
components. 

1. The set of variables P, which we will call terminal 
variables. Each terminal variable p can take values from a 
finite set Zp. Terminal variables correspond to signals at the 
outputs of the LSI  blocks. 

2. The set of internal variables R, each of which can 
take values from the finite set Gr. Internal variables 
correspond to block registers. The Cartesian product ∏ 𝐆𝑟𝑟∈𝐑  
forms the set of internal states of A. 

3. Mapping the sets A into the set of subsets P, that is, 
𝛤: 𝐀 → {𝐏′}, 𝐏′ ∈ 𝐏, where 𝐏′ is the set of input variables, 
𝐏′′ = 𝐏/𝐏′ is the set of output variables, Xa=∏ 𝐙𝑝′𝑝′∈𝐏′  - set 

of input states, Ya=∏ 𝐙𝑝′′𝑝′′∈𝐏/𝐏′  - set of output states. 

4. For each 𝑎ϵ𝐀, the following mappings are defined: 
H:(Xa,A)→ 𝐘𝑎; W:(Xa,A)→A. 

Thus, the model is m=(P,{Zp},R,{Gr},𝛤,H,W).   

When the models are combined, a network S is formed, 
which includes the following components. 

1. The set of models M={mi}.  We denote by V=⋃ 𝐏𝑖𝑖  
the set of terminal variables of all models. 

2. The set of nodes U. 
3. The set PS of terminal variables of the network, each 

of which can take values from a finite set PS Z. 
4. The mapping Q:VS→U, where VS=V∪ 𝐏S, is such 

that all terminal variables vS∈ 𝐕S mapped to the same element 
u have the same range of values Zu, that is, ( ∀𝑢)(𝑢 =
Q(𝑣S

′ )&u=Q(𝑣S
′′) → 𝐙𝑣S

′ =𝐙𝑣S
′′=𝐙𝑢. 

5. Partially defined union functions Fu(𝑣S1, … , 𝑣S𝑗 , … ), 

given for each node u∈ 𝐔. Here  𝑣S1, … , 𝑣S𝑗 , … are all output 

variables of the models and input variables of the network 
mapped to the node u. The range of Fu is 𝐙𝑢. 

Thus, S=(M, U, PS, {Zp}, Q, {Fu}). 

 The block diagram of the algorithm for digital systems 
simulation using the introduced models is shown in Fig. 3. 

The network S is a model �̃� of some block under the 
following conditions [24]. 

1. The set of internal variables �̃� ⊇ ⋃ 𝐑𝑖. Each of the 

internal variables can take values from 𝐆�̃�, �̃� ∈ �̃�. Then �̃� ⊇
∏ 𝐀𝑖𝑖 .  

2. The set of terminal variables �̃�=PS, and the equality 
holds: 

P=PS={𝑝S|
(∀𝑢)((∃𝑝S) 𝑢 = Q(𝑝S)

⋃(∀�̃�) × (∃𝑖, 𝑣)𝑣 ∈ 𝐏𝑖
′′, 𝑢 = Q(𝑣))

}. 

This condition requires that each node u, for any state �̃� , 
correspond to at least one output variable of some model or 
at least one terminal variable of the network. 

3. The mapping Γ̃:�̃� → {�̃�’},  �̃�’⊆ �̃�, assigns to each 

�̃� ∈ �̃� variable set 

�̃�'={�̃�′|
(∀𝑢) (∃𝑝S

′ ) 𝑢 = Q(𝑝S
′ )

 ∪ (∀�̃�) × (∃𝑖, 𝑣) 𝑣 ∈ 𝐏𝑖
′′, 𝑢 = Q(v))

} 

Moreover, for any �̃�, each node u corresponds to at least 

one input variable of the model �̃� or an output variable of 

some model 𝑚𝑖. The set  �̃��̃�=∏ �̃��̃�′�̃�′∈�̃�′  is the set of input 

states, the set �̃��̃�=∏ �̃��̃�′�̃�′′∈�̃�/�̃�′  is the set of output states. 

4. The values of the input variables of the models mi, 
namely 𝑝′ ∈ 𝐏𝑖

′ , are equal to the values of the functions 
𝐹𝑢(vS1,…,vSj,…), where u=Q(𝑝′), and the values of the output 

variables of the network �̃�′′ ∈ �̃�′′ - the values of the functions 
Fu(vS1,…,vSj,…), where u=Q(�̃�′′), and vS1,…,vSj,…  take only 
those values for which Fu are defined. 

5. Maps H̃:(�̃��̃�,�̃�)→ �̃��̃�; W̃:( �̃��̃�,�̃�) → �̃� exist. 

Let us consider condition 5 in more detail. For the 

existence of the mappings H̃, W̃ it is sufficient that for known  
�̃� and �̃�′ all terminal variables of the models mi are defined. 

In this case, the existence of  H̃  follows from the fulfillment 

of condition 4, and the existence of W̃ from the existence of 
the mappings Wi. 

The mappings Hi:(Xa,A)→Ya for a fixed aϵA are a set of 
multivalued logical functions Yi=Fi(Xi), where Xi, Yi are 
vectors of input and output variables of the i-th model. Then 

for determined �̃� and �̃�′  all variables V are defined if the 
following system of multivalued logical equations has a 
solution [25]: 

vik=fik(vi1,…,𝑣𝑖𝐋𝑖
), i=1,…,N; k=1,…,Ki;    (1) 

vj=F𝑢𝑗
(vj1,…,𝑣𝑗T𝑗

), j=1,…,J, 

where N is the number of models mi; 
Ki is the number of output variables of the model mi; 
J is the number of nodes in the set U; 
Tj is the number of output variables of the models mapped to 
the uj node; 
fik is a multivalued logical function that defines the 
dependence of the output variable vik on the input variables of 
the model mi; 
F𝑢𝑗

 is the union function at the uj node. 

The algorithm for digital systems simulation using the 
introduced models consists of the following steps. 

1. Assigning initial values to the Ri variables. 
2. Determination of the values of the input. 
3. Checking conditions 3 and 4. If conditions are not 

satisfied it means that models mi union is not correct. Stop 
simulation. If there is no errors go to the next step. 
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4. Solving equations (1). If there is no solution that 
means models mi union is not correct. Stop simulation. If 
there is a solution go to the next step. 

5. Values of output variables P’’ calculation. 
6. Determination of new values of Ri. 
7. If simulation is not finished go to step 2, otherwise 

stop simulation. 

IV. CONCLUSION  

The proposed structure and mathematical model are the 
basics for building can a domestic system for joint simulation 
of hardware and software at the design stage for debugging 
and comparative analysis of options. We hope that in the next 
paper we will be able to discuss experience of developed 
system applications. 
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